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ABSTRACT In the current competitive world, producing quality products has become a prominent factor to
succeed in business. In this respect, defining and following the software product quality metrics (SPQM)
to detect the current quality situation and continuous improvement of systems have gained tremendous
importance. Therefore, it is necessary to review the present studies in this area to allow for the analysis
of the situation at hand, as well as to enable us to make predictions regarding the future research areas. The
present research aims to analyze the active research areas and trends on this topic appearing in the literature
during the last decade. A Systematic Mapping (SM) study was carried out on 70 articles and conference
papers published between 2009 and 2019 on SPQM as indicated in their titles and abstract. The result is
presented through graphics, explanations, and the mind mapping method. The outputs include the trend map
between the years 2009 and 2019, knowledge about this area and measurement tools, issues determined to
be open to development in this area, and conformity between conference papers, articles and internationally
valid quality models. This study may serve as a foundation for future studies that aim to contribute to the
development in this crucial field. Future SM studies might focus on this subject for measuring the quality
of network performance and new technologies such as Artificial Intelligence (AI), Internet of things (IoT),
Cloud of Things (CoT), Machine Learning, and Robotics.

INDEX TERMS Software quality, software product quality, metrics, systematic mapping.

I. INTRODUCTION
IEEE 1061:1998 defines measurement and software qual-
ity metric (SQM) as a function whose inputs are software
data, while the output is a single numerical value that can
be interpreted as the degree to which software possesses a
given attribute that affects its quality [1]. Within the current
competitive world, producing quality products has become
a prominent factor that warrants the enduring success of
competitors in business. In this regard defining and following
the SPQM to be applied in the detection of the current qual-
ity state. Hence maintaining the continuous improvement of
systems within the software industry has gained considerable
significance.

Many international standards and models focusing on
this need are in line with Tom DeMarco, who stated that
‘‘we cannot control and improve something that we haven’t
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measured’’ [2]. Pursuing this motto, this paper sets out to ana-
lyze a specific set of articles and conference papers published
in the last decade using the SM approach, which specifically
focuses on SPQM as indicated in their titles and abstract
sections.

The metrics and analyses of measurement results are good
indicators for the quality of the products and/or organizational
operations [3]. For instance, if the metrics spot a deviation
from the threshold in a negative manner, a red flag will
be raised immediately to implement an emergency plan for
intervention [4]. In such cases, these metrics function as a
safety belt for firms. In order to be able to compete in the
industry, it is crucial to measure the current situation so
that undesired scenarios can be prevented while continuous
development is enhanced. This is so critical that if the road
map is set with the wrong set of metrics, these meaningless
and incorrect metrics will most probably mislead users [5].
In other words, if calibrated and validated metrics are not
defined in an efficient way to reach the target, most likely
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the pointer will show incorrect data. Such cases where, for
example, the charts show operations to go smoothly, in reality,
the company may have gone bankrupt.

In the 2018-2019 World Quality Report [6], the end-user
satisfaction is shown to be only around 40% while the detec-
tion of software defects before delivery to the end-user rate
is less than 40%. Additionally, an increase in the quality of
software/product is around 40%. The mapping of SPQM is a
strategically important process for the increase in the quality
of products and processes. As indicated in the same report, the
current situation of the SPQM is a topic that is treated with
the utmost care in the international standards and software
process models.

CMMI (Capability Maturity Model Integration) and
PMBOK (Project Management Body of Knowledge) present
detailed information about the plan, development and man-
agement of the projects and systems in software engineering.
The new versions of CMMI v2.0 model and the PMBOK [7]
are on agility and continuous improvement. The CMMI
maturity model, and well-known standards such as IEEE
1061-Standard for a Software Quality Metrics Methodol-
ogy, ISO 9001-Standard for Quality Management Systems,
ISO 25010-Systems and Software Quality Requirements and
Evaluation (SQuaRE), and AS9100-Standard for Quality
Management Systems-Requirements for Aviation, Space and
Defense Organizations all agree in their emphasis on the
necessity of measurement and process analysis to increase the
quality of product, process and projects. Moreover, in [8] it
is highlighted that there is a need for guidance to evaluate the
software quality of European projects. Ouhbi et al. explore
the need for software product quality prediction by consid-
ering the software quality models and standards, especially
ISO 25010 [9].

Based on these supporting arguments above, the main
motivation of this paper is to conduct an SM study for
the delineation of the state of the art in SPQM, serving to
support future investigations on the subject. Undertaking an
SM activity is a valuable experience providing both reusable
research skills and a good overview of a research topic [10].
Additionally, such a study provides a systematic and objective
procedure for identifying the nature and extent of the empiri-
cal study data that is available to answer a particular research
question [11].

When the literature on SPQM was reviewed, a few SM
studies related to the object-oriented software metrics only
are found and there is no comprehensive study focusing on
the SPQM with a general view which is crucial for SQA
professionals and researchers. In addition, in the majority of
the previous SM studies, it is observed that usually only a
very specific and narrow field about SPQM is investigated.
Recently Ouhbi et al. [9] also supported further study in this
direction.

To this end, the main research question is to find out and
investigate how the SPQM studies have been developed dur-
ing the last decade, and what the patterns, trends, and gaps are
in this area. This will be very helpful to researchers, Software

Quality Assurance (SQA) professionals and software process
and quality divisions in companies.

This study aims to extract the data for SPQM covering the
years between 2009 and 2019, and to introduce the patterns,
trends and gaps in this area with the help of the SM method
[10]. This method guides both academia and the industry
at all levels related to software engineering by presenting a
trend map and revealing the relations among different termi-
nologies. Further, the use of OpenAIRE digital library, and
representing the trends with the mind mapping method are
other two novel features of this study.

The remainder of the article is structured as follows.
Section II gives some background information on soft-
ware quality models and metrics, and data regarding the
related papers on SPQM. Section III provides the research
method and research questions (RQs), paper selection crite-
ria, overview, quality assessment criteria, and data extraction
of the selected studies. In Section IV answers to RQs are
provided with visual graphics. The mind mapping of the
SPQM trend and the discussion on these trends are included
in Section V by comparing with other articles, standards
and quality models. Section VI discusses the threats to the
validity of the results by using four validity types. Section VII
draws the conclusion, limitations, and suggestions for further
research laid out by pointing to the current research scenario
and trends in the last decade in this area and the improvement
opportunities in SPQM.

II. BACKGROUND AND RELATED WORK
A. BACKGROUND
Quality is defined as the degree to which a set of solution
characteristics fulfills the requirements in CMMI v2.0 [4].
Software Quality is defined in ISTQB as the totality of
functionality and features of a software product that bear
on its ability to satisfy stated or implied needs [12]. IEEE
1061:1998 defines software product metric as a metrics used
to measure the characteristics of any intermediate or final
product of the software development process [1].

ISO/IEC 25000 defines ‘Quality Model’ as a defined set
of characteristics, and of relationships between them, which
provide a framework for specifying quality requirements and
evaluating quality [13]. Each one of these quality models con-
sists of a set of quality characteristics and sub-characteristics,
such asmaintainability, reliability and so on. Therefore, it will
be possible to contribute to the product quality by defining
and using the metrics that serve the quality characteristics.

ISO 9126 Software Engineering Product Quality standard
is revised by ISO 25010:2011 [14]. In comparison to these
quality models, ISO 25010:2011 presents the newly catego-
rized quality models in three areas, namely, Quality in Use
(QinU), System/Software Product Quality (SPQ), and Data
Quality (DQ) [15]. The definition of quality characteristics
and sub-characteristics for each quality model are defined in
ISO 25010 [15] and ISO 25012 [16].

Based on the definition of SQM given earlier, IEEE
1061:1998 standards define SPQM as a metric used to
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measure the characteristics of the documentation and
code [1]. SPQM is the framework for software product qual-
ity assessment based on a set of quality sub-characteristics
that are refined into a set of characteristics, which are further
refined into a set of metrics [17].

The metric levels represent the classifications made
according to the stages of measurement throughout the
project life cycle. Requirement level (Functional and Non-
Functional), Code level (Class Level, Directory Level, File
Level, Method Level, Variable Level), Design Level, and
Test Level are among the most common metric levels. Some
SPQM examples based on the code level are [17]: Lack of
Cohesion in Methods (LCOM) is defined as the number of
non-intersecting sets of local methods. The cohesion of a
class is characterized by how closely the local methods are
related to the local instance variable in the class. Depth of
Inheritance Tree (DIT) is a measure of how many ancestor
classes can potentially affect this class. The node in the
tree represent classes, the DIT metric is the length of the
maximum path from the node to the root of the tree. LCOM
and DIT are examples of class level metrics. Defect Density
(DD) is the SPQM that evaluate the effectiveness of defect
detection in project lifecycle [4]. Delivered Defect Density
(DDD) metric is calculated by dividing the number of known
defects by product size. DD and DDD are test level metrics.
In addition, examples of SPQM based on the quality

attributes which are presented in ISO 25010 and ISO 25012
are as follows: Mean Time Between Failures (MTBF) is
defined as a Reliability metric that is the average time
between system breakdowns. MTBF is the example of Relia-
bility quality attribute of SPQ and also can be categorized as
a system level metric. Customer product satisfaction and per-
ception trends are the example of Satisfaction quality attribute
of QinU [4]. When Availability, Portability and Recoverabil-
ity are the system-dependent data quality attributes;Accuracy,
Completeness, Consistency, Credibility, and Currentness are
related with inherent-data quality [16]. Portability metric
given by 1-ET/ER, where ET is a measure of the resources
needed to move the system to the target environment, and
ER is a measure of the resources needed to create the system
for the resident environment is an example of a system level
metric [17].

In this study, SM is applied to analyze the SPQM in
selected papers with reference to the most recent ISO 25010
series quality model (a list of papers is provided in the
appendix).

B. RELATED WORK
SM and systematic literature review (SLR) studies related to
SPQM and their content, scope, and differences are listed in
Table 1. Although the SM and SLR studies in the table are
related to software quality metrics, this study differs from the
ones in this table in terms of scope and covered years.

Compared to these earlier studies in Table 1, in addition to
the title and abstract fields of articles and conference papers
about SPQM, our study focuses on the metrics applicable in

all the development cycle that leads to software product qual-
ity for various types of application domains and programming
types. In Table 1, only paper [18] is similar to the present
study, but its scope is limited to object-oriented software’s
internal metrics only for the years 2004-2013.

Furthermore, paper [19] is related but not near to the
present study. In [19], SM is conducted on software quality
models focusing on encompassed model elements and sup-
ports to architecting quality. In the same study, RQs related to
publication trends, types of research, common meta-models
elements are considered in software quality models and archi-
tecture support of quality models. Also, there is no data
about the SPQM as outlined in the present study. Thus their
scope, approach and RQs are different from our study. The
years between 2009 and 2019 have been selected for analysis
in detail since the SPQMs have diverse and broad content.
Therefore, the present study extends the RQs on SPQM and
rigor.

After the release of the PROMISE repository, which is an
online database provided by the School of IT and Engineer-
ing, University of Ottawa to share the datasets and models
among software engineers [20], the publication rate of prod-
uct qualitymetric-related papers increased significantly in the
years 2008-2009. To analyze the condition of the progress and
transition in this area during and after 2009, the period from
2009 to the current year is selected as the period of analysis
for this SM study. Also, in the literature, there are some SLR
and SM studies in 2008 which cover the analysis of quality
metric-related data; therefore, the year 2008 was excluded
from this study.

In the present study, the SM of SPQMwas chosen because
SPQM is one of the important knowledge areas in SWEBOK
(Software Engineering Body of Knowledge) [21]. As indi-
cated in the trends of World Quality Report, the SPQMs
today are under a lot of attention, as a result of which there
can be continuous improvement in these products based on
international standards and models [6].

This study is a complementary study in the context of
SPQM. Therefore, it is assumed that the readers have a degree
of familiarity with software quality and SPQM terms to be
able to follow the rationale herein.

III. RESEARCH METHOD
The related principles of SM as proposed in [22] are applied
here as the research method. Accordingly, the process of
this study has the following main steps: Developing the
Research Method, Definition of Goal and RQs, Quality
Assessment Criteria, Conducting Search and Paper Selection,
Data Extraction, Data Synthesis and Results, Discussions,
Threats to Validity, Conclusions, Limitations and Future
Work.

A. DEVELOPING AND EVALUATING THE RESEARCH
METHOD
The research method for this SM study is given in Fig.1. The
process starts with the article and conference paper selection
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FIGURE 1. The overview of the research method.

by specific search keywords and, then, proceeds with the
filtering phase based on the inclusion/exclusion criteria. The
second step of the process is the classification of the papers
based on a set of criteria to answer the RQs. At the end of
the data classification, data is baselined to generate synthesis
for the SM study. In Fig.1, the utilized academic search
engine databases (Google Scholar, Scopus, and OpenAIRE)
appear in dark blue boxes. To the best knowledge of the
authors, OpenAIRE has not been used before for software
engineering-related SM studies.

Before starting the SM study, preliminary research was
conducted to establish the infrastructure of the study to ensure
that it will obtain healthy and verifiable results. For this
purpose, several SM tools were investigated. After analyzing
the SM tool comparison in [23], the version of the free web
tool CADIMA (v2.1.3) is selected [24]. Paper elimination,
including automatic duplicate papers elimination and no-
full text item, is facilitated with the help of the CADIMA
tool.

B. RESEARCH QUESTIONS
The research questions for SM study are classified into three
groups, namely, (i) bibliometric and demographic analysis
questions, (ii) technical evaluation and emerging trend ques-
tions and (iii) questions for future directions by analyzing

limitations and gaps. Table 2 lists the RQs along with possible
answers to each.

C. QUALITY ASSESSMENT CRITERIA
After the papers are selected based on the search keywords,
quality assessment is applied for each paper. The quality
assessment is realized based on the three questions to evaluate
the completeness, consistency, and relevance of the selected
study. The questions below are derived from the previous
studies of Kitchenham et al. [34] and other SM studies.

Q1. Are the aims and scope of the study clearly stated?
Q2. Are all the study questions answered?
Q3. Are the data source, contexts, and conclusions described

appropriately for future reference?

Each quality assessment question is answered based on
the options proposed by Kitchenham et al. [34] as Yes = 1,
Somewhat = 0.5 and No = 0. In this approach, each author
assesses the study based on the quality questions by using
the web-based CADIMA tool. The quality score for each
study is computed by adding up all the scores of the answers
to the questions. If there is a conflict between the score of
authors, meetings and peer review sessions are held until
reaching a joint-decision. The threshold for the acceptable
quality rate is set as over 1.5 i.e., with a quality score greater
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TABLE 1. List of related studies.
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TABLE 1. (Continued.) List of related studies.

than 1.5 (50% of the percentage score). Content analysis is
realized by using Table 4 for different levels.

D. CONDUCTING SEARCH AND PAPER SELECTION
The population, intervention, comparison, and outcome
(PICO) selection criteria [35] were used as follows to deter-
mine the search keywords. PICO method provides guidance
for lots of research areas conducting SM. The CADIMA
tool also supports the PICO criteria before the selection and
elimination of the papers. By applying the PICO viewpoint,
the search keywords were generated as shown in Table 3.

Table 4 shows the utilization of inclusion/exclusion criteria
and application of the search level for each criteria to filter the
papers in the pool.

The CADIMA tool has a feature that allows the implemen-
tation of inclusion/exclusion criteria based on the voting of
the researchers. The voting scale for topic inclusion/exclusion
criteria is between 0-3. ‘‘0’’ indicates the strong opinion for
excluding the articles and conference papers, whereas ‘‘3’’
refers to the strong opinion for the inclusion of articles and
conference papers. To increase the reliability of the voting
mechanism and final results, the articles and conference
papers were first voted by one author and then reviewed
by the others. Based on the results of the joint voting, the
excluded articles and conference papers were moved to the
‘‘Excluded’’ Excel spreadsheet in Google Docs system.

E. DATA EXTRACTION
Methods related to the synthesis of quantitative and qualita-
tive data in software engineering, such as narrative synthesis,
meta-analysis, cross-case analysis, thematic analysis, content
analysis, case survey, and qualitative comparative analysis are
categorized in [36].

While an SM study is conducted, statistical methods may
also be used to analyze the present data. However, because of
the heterogeneity of the primary studies in our SM repository,
it was not possible to carry out a statistical analysis of the
data. After assessing the applicability of the possible methods

for this SM study, the most applicable synthesis method was
determined to be the thematic analysis.

In this study, data synthesis is carried out through employ-
ing the thematic analysis method steps as outlined in the the-
matic synthesis checklist given in [37] and [38]. The detailed
results and graphical representation of the thematic synthesis
are explained in Section IV.

The overall process of selecting the relevant papers is
shown in Fig.2. The related search strings along with the
databases searched and the total number of search results
can be found in Table 5. The total number of articles and
conference papers, which were published in the designated
period of this study is found to be 985. The backward and
forward snowballing technique [39] was utilized to eliminate
the risk of missing relevant papers. 54 additional papers are
found as a result and shown in Fig. 2.

In total, our paper repository consists of 1039 papers.
After elimination of non-English and duplicate papers, 612
articles and conference papers remain to screen. Unfortu-
nately, 28 papers are written in Korean, Chinese, and Spanish,
and only titles and abstract parts of these papers are written
in English. Therefore, these papers are excluded from the
repository.

After applying the inclusion and exclusion criteria on titles
and abstracts, 612 articles and conference papers remain
to be screened. These articles are categorized according
to the PICO criteria given in Table 3, and the relevance
level of the topic is judged from the title and abstract.
After that, 263 papers remain. These articles are analyzed
based on the inclusion and exclusion criteria in a full-text
manner. After this elimination, the final paper pool size is
70 papers. In all, 70 papers amount to 719 pages in total.
The final pool is published in an online repository on Google
Drive [40].

A sample categorization of the article data screens on
Google spreadsheet is given in the link [40]. Data extraction
is completed using CADIMA and the online spreadsheet of
Google.
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TABLE 2. Research questions.
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TABLE 2. (Continued.) Research questions.

TABLE 3. PICO selection criteria and search keywords.

IV. DATA SYNTHESIS AND RESULTS
The results of the SM study are presented below.

RQ1: Bibliometric and Demographics of the Publica-
tions

RQ1.1 Which are the most cited papers between 2009
and 2019?

The citation count of papers is taken from the Scopus
database as of July 31, 2019. This database defines citation
count as the total number of documents indexed that cite a
document, group of documents, or researchers and exclude
self-citations of all authors. The average normalized citation
count (NCC) is 2.62, and there are 12 papers on average.
We calculated NCC per paper for each country by using the
formula below:

NCC per paper

=
Sum of (NCC) for all papers per country

Number of papers for country
(1)

The most cited papers are [S19], [S29], and [S66] with 245
citations (NCC = 30.63), 137 citations (NCC = 17.13), and
106 citations (NCC = 13.25) respectively.

When we analyze the number of papers with the normal-
ized citation count, India is seen to be the leading coun-
try for quantitative criteria; whereas, the USA emerges as
the leading country for quality criteria as shown in Fig.3.
When we compared the number of papers among Germany,
Brazil, and China, Germany and Brazil have the most
paper in quantitative criteria, but China leads in the quality
aspect.

RQ1.2 Which are the top publishing venues?
The top ten venues were determined through the calcu-

lation of the sum of the total citation count and the total
number of papers, as presented in Fig.4. According to the
inclusion/exclusion criteria in our paper pool, there are no
papers presented in EUROSPI2, MetriKon, MetriSec and
SAM. Between the years 2009 and 2019, there are no papers
published in EUROSPI2,MetriKon,MetriSec, and SAMwith
keywords ‘‘software product quality metric /measure/ mea-
surement’’ in the title or abstract parts. In these conferences
or workshops, there are lots of metrics related to software, but
there is no direct link between these metrics and the increase
in software quality.

RQ2: SM questions related to technical issues and
trends

RQ2.1 What type of research methods/facets are used
in the papers?

Most papers generated by the empirical research method
have been published in 2011 under the computer sci-
ence field. Also, analytical papers have been mostly pub-
lished in 2010 under this same category as presented
in Fig.5.

The research method results of the selected papers in
this study are categorized according to [41]. The results of
this study show that 67% of the 42 papers were developed
using the empirical research method. In our study, this ratio
is found to be 74.3% (52 papers out of 70). An empiri-
cal research method is mostly utilized for the papers under
consideration.
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TABLE 4. Inclusion/exclusion criteria.

RQ2.2 What type of research approaches are used in
the papers?

According to Fig.6, the most frequently used research
approach is Goal-Question-Metric (GQM), followed by the
Novel Approach (this approach refers to a unique/new
approach for known methods, approaches in qualitative
research) [42]. 19 papers (evaluation or survey papers) do not
mention their research methods in detail and consequently,
these are not categorized. Finally, 6 papers were marked

as Others, which include statistical approaches such as the
Hidden Markov Model and systematic reviews.

One of the 19 papers marked as N/A in Fig. 6 uses
the advanced version of GQM, with the name GQIM
(Goal-Question-Indicator-Metric) instead. Besides, 3 papers
use a combination of research approaches, namely, AHP
(Analytical Hierarchical Process) with Novel Approach [43],
AHP with Fuzzy Approach [44], GQM with PSM (practical
software measurement) [45].
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TABLE 5. Digital library search results.

Although GQM is an old method, it is still the most popular
approach in the SPQM area during the observed duration.
Newly introduced methods are seen to be less utilized.

RQ2.3 What is the SPQM presented in the papers?
SPQMs data are analyzed in detail and documented for

each 70 articles on the ‘‘Metric Details’’ spreadsheet of
Online Repository on Google Drive [40]. Summary of this
extracted data is presented under RQ 2.3.1 and RQ 2.3.2.

RQ2.3.1 Which metrics levels are commonly presented
in the papers?

The summary of level based quality metrics is given below:

• McCabe’s and Halstead’s metrics represent quality at
the method-level, while Chidamber and Kemerer’s (CK)
metrics suite represents quality at a class-level.

• Brito e Abreu’s MOOD metrics and Bansiya-Davis’s
QMOOD metrics are the ones that have been most
widely used in the papers. Michael Howard’s measure-
ment method has been used for the measurement of the
security ofMicrosoft’s Security Development Lifecycle.

• Sizing metrics are mostly related to fault proneness.

• Correlation between the modularity metrics and
ANMCC (Average Number of Modified Components
per Commit) in the Java projects has been proposed by
[S3].

• The papers mostly mentioned the usage of coupling and
cohesion metrics per measure for the maintainability,
understandability, and reusability quality attributes, and
inheritance and complexity-related metrics per measure
of the flexibility, understandability, and reusability qual-
ity attributes.

• There are some special quality attributes for object-
oriented software related metrics as given in [S61] and
[S70].

Extendibility

= 0.5× (abstraction− coupling+ inheritance

+ polymorphism) (2)

Effectiveness

= 0.2×

 abstraction+ encapsulation
+ composition
+ inheritance+ polymorphism

 (3)
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FIGURE 2. Flowchart diagram of the search results.

FIGURE 3. Normalized citation count per paper vs. country.

Flexibility

= 0.25× (encapsulation− coupling+ composition

+ polymorphism) (4)

Understandability

= 0.33×

−abstraction+ encapsulation− coupling+ cohesion− polymorphism
− compexity− designsize


(5)

FIGURE 4. Top ten conference venues.

Functionality

= (0.12× cohesion)

+

(
0.22×

(
polymorphism+ messaging
+ design size+ hierarchies

))
(6)

• The other Design Level metrics are interface density,
easy learning (average time for learning/master the
usage for the component), clearness of error messages,
the number of configurable metrics for the interface,
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FIGURE 5. Research facets distribution.

FIGURE 6. The research approach distribution of papers.

IPCI (Index of Package Changing Impact), Gang of Four
(GoF) design patterns related metrics, IIPE (Index of
Inter-Package Extending), IIPU (Index of Inter-Package
Usage), IIPUD (Index of Inter-Package Usage Diver-
sion), IIPED (Index of Inter-Package Extending Diver-
sion), APMH (Average number of alternate paths in
multiple hierarchies).

• The mostly used Project Management Level metrics
are effort variance, productivity, COCOMO, Schedule
Variance, Schedule Performance Index (SPI), Earned
Value Analysis (EVA), Cost Performance Index (CPI),
Return on Security Investment (ROSI), Cost of Qual-
ity, average effort spend for maintainability and Energy
Consumption.

• The mostly used requirement level metrics are RSCR
(Requirement Specification Change Request), RV
(Requirements Volatility), traceability metrics to ana-
lyze the consistency between business requirements and
product requirements.

• The mostly used Test Level Metrics are a number of
test cases, the number of bugs in unit tests, integra-
tion tests, and regression tests. Other metrics are like
branch and line coverage ratio, test density per class,
test-growth-ratio relation to source code and NPATH

(Number of execution path through functions), DRE
(Defect Removal Efficiency), DDD (Delivered Defect
Density), IDD (Internal Defect Density), RE (Review
Efficiency).

• The mostly used system level, which consists of
one more software, product metrics are as follows:
Customer-Found Defects and Regressions, Customer
Perception Calculate, MTTF (Mean Time to Fail-
ure), MTTR (Mean Time to Repair), MTBF (Mean
Time Between Failures), ROCOF (Rate of Occurrences
of Failure) and POFOD (Probability of Failure on
Demands).

RQ2.3.2 Which metric levels can be applicable for which
application domains?

10 out of the 70 papers mention the quality measurement
of the web application, 4 papers per safety-critical applica-
tions, 3 papers per mobile application, 2 papers for embedded
software applications, and finally, 1 paper is related to new
technology and artificial intelligence.

In our paper repository, the common metrics used for Web
application domains were observed to be Comments to Code
Ratio, Number of Data Base Connections, WMC (Weighted
Methods per Class) and LCOM [S20]. MOOD and QMOOD
metrics are applicable to the Object-Oriented and Aspect-
Oriented approaches.

The followingmetrics were suggested in the papers tomea-
sure the application domains for directory and class levels:

• The directory-level metrics: total LOC, physical LOC,
Number of Statements, Number of Blank Lines, Num-
ber/Percentage of Comment Lines, Non-comment Non-
blank (NCNB), and Executable Statements.

• The class-level metrics are mostly given as WMC,
RFC, LCOM, CBO (Coupling between Objects), DIT,
Dynamic CBO, MC (Method/Message Complexity),
CWC (Coupling Weight for a Class), AC (Attribute
Complexity), CLC (Class Complexity), AMCC (Aver-
ageMethodComplexity per Class), ACC (Average Class
Complexity), ACF (Average Coupling Factor) and AAC
(Average Attributes Per Class).

• McCabe’s and Halstead’s metrics represent quality at a
method-level, while CK metrics represent quality at the
class-level.

• Generic Source Code Metrics were suggested as LOC,
NOM (Number of Methods), NOF (Number of Fields),
CC (Cyclomatic Complexity), LCOM, Number Lines
of Comment, Percentage Comment, CA (Afferent Cou-
pling), CE (Efferent Coupling), and ABC (Association
Between Class) [S60].

• In [S20], the followingmetrics were proposed as suitable
for Object-Oriented and Aspect-Oriented Programs:
Maintainability Index (MI), DIT, CBO, and LOC.

• In [S21], the following metrics are suggested as Class
Level, Object-Oriented metrics: CA, CE, DIT, LCOM,
MLOC, NBD (Nested Block Depth), NOC, NOF, NOM,
NORM, NSC (Number of Children), NSF, NSM-PAR
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FIGURE 7. The number of papers for statistical method/model.

(Number of Parameters), RMD,WMC (WeightedMeth-
ods per Class), and McCabe Complexity.

• In [S30] mentioned the DIT and LCOM metrics, which
are unsuitable for Object-Oriented design to measure
quality and complexity. NOC cannot be used to predict
fault proneness in all circumstances.

• In [S67] mentioned that the low CBO values show that
most of the classes refer to few other classes. Low values
of DIT and NOC strongly suggest that reuse through
inheritance may not be fully adopted in the design of
class libraries.

• As shown in Table 6, maintainability-related metrics,
presented as a common quality characteristic, was used
to measure the quality of all types of applications, except
for artificial intelligence. Furthermore, the security met-
ric was another common quality characteristic for all
application domains except for embedded applications.
There is a need for choosing the best combination of
metrics for each different application domain for the
given application context. Moreover, the selection of
metric parameters can be automated by using prediction
functions and different techniques [S28].

RQ2.4 Which statistical model/method is used to validate
or generate new metrics?

As shown in Fig. 7, a genetic algorithm is used by only
two papers, [S28] in 2012 and [S58] in 2013. Also, swarm
optimization is used in only [S26] in 2014. Only one paper
[S44] used a statistical extrapolationmethod to forecast future
data relying on historical data. The most popular statistical
method utilized is descriptive analysis. Machine learning
methods show better results compared to statistical methods
for predicting the relationship between Object-Oriented met-
rics and change proneness.

Between 2014 and 2015, in the future plan of the two
papers [S25] and [S38], the authors mention that they wanted
to replicate their study with a larger data set by using the less
explored learning techniques, such as genetic algorithms and
colony optimization, to obtain more adequate results. How-
ever, when our search keywords are applied, in this respect, no

FIGURE 8. Distribution of papers content related to standards, model.

answer emerges. This means that there has been no example
of the usage of genetic algorithms and swarm optimization
in the last five years. Another SM study may be carried out
by entering keywords that directly include the name of the
statistical method/algorithm and the type of SPQM to analyze
the trend of using these algorithms. As mentioned [S33],
there is a need for finding the most appropriate statistical
method/algorithm to come up with fault predictions in early
project phases by matching them with quality attributes.

RQ2.5 Which standards and process models have been
used/referenced frompapers tomeasure software product
quality?

74% of the papers, while proposing the product quality
metrics, do not reference any standards or models. On the
other hand, the most popular model seems to be CMMI.
In Fig. 8, 4 papers marked as Others mention ITIL (Infor-
mation Technology Infrastructure Library), ISO/IEC 14598,
ISO/IEC 14764, and Software Component Maturity Model
(SCCM). [S55] generated the Component Quality Charac-
teristic (CQC) Model by analyzing and merging the quality
requirement components with the traditional quality models.
This model consists of six quality characteristics and 23
sub-quality characteristics including reliability, portability,
maintainability, usability, functionality, and efficiency.

None of the papers mentions ISO 9001, COBIT (Con-
trol Objectives for Information and Related Technology),
and ISO/IEC 33001 during their measurement and analysis
process.

RQ2.6 Which quality models have been used in the
papers to measure software quality?

The most frequently used quality model remains ISO
9126 [14], although the ISO 25010 standard was published
in 2011. Only two papers are referring to the Mc Call
model and FURPS. Others are marked as a Design Quality
Model (DQM), Quality Model for Object-Oriented Design
(QMOOD), Pragmatic Software Quality Model.

Questions RQ2.7-RQ2.9 below aims at understanding the
level of contribution of the quality attributes (SPQ, DQ, and
QinU) of ISO 25010 Quality Model) attained by the papers
under investigation. A list of all papers about the quality
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TABLE 6. Paper references for application domains.

FIGURE 9. The distribution of quality characteristics for the SPQ model.

characteristics is given in the Online Repository on Google
Drive [40].

RQ2.7 Which quality attributes of SPQ in ISO 25010
Quality Model are mostly measured in the papers?

As presented in Fig. 9, most of the SPQM are related
to Maintainability and Reliability quality attributes. Mostly
used quality attributes are the same since 2015 when we
compared our results with those of the article [18]. Trace-
ability between numbers of papers based on each quality
attribute can be reached from the Online Repository on
Google Drive [40].

RQ2.8 Which quality attributes of QinU in ISO 25010
Quality Model are mostly measured in the papers?

As presented in Fig. 10, the maximum number of metrics
that can be observed in QinU is Freedom from Risk, Effective-
ness and Satisfaction.

RQ2.9 Which quality attributes of DQ in ISO 25012
[16] Quality Model are mostly measured in the papers?

As shown in Fig. 11, there is no paper related to the usage
of other data quality models such as Credibility, Correct-
ness, Accessibility, Compliance, Confidentiality, Efficiency,
Availability, Portability, and Recoverability. The most often
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FIGURE 10. The distribution of quality characteristics for the QinU model.

FIGURE 11. The distribution of quality characteristics for DQ model.

used data quality characteristics are Understandability and
Accuracy.

The highlights of the measurement of the quality
attributes/sub-attributes mentioned in the papers are listed
below:

1. The coupling and cohesion metrics are mostly used in
themeasurement of themaintainability, understandabil-
ity, and reusability quality attributes.

2. The inheritance and complexity metrics are mostly used
tomeasure the Flexibility, Fault Proneness, Understand-
ability, and Reusability quality attributes.

3. [S24] presents a WMC, LOC, and RFC metric com-
bination as applicable to many various types of soft-
ware projects for predicting the change-prone classes
to reduce the cost of testing.

4. [S20] proves that there is a strong correlation between
the NODBC, CCR metrics, and maintainability for
data-intensive applications.

5. [S30] asserts that the five metrics of MOOD suite are
appropriate for quality measurement and that Coupling
Factor is not suitable for quality measurement.

6. The maintainability metric of the product can be mea-
sured as mentioned in [S32] by giving different weights
to each of the quality attributes for analyzability,
changeability, stability, and testability.

7. In the paper pool of this study, four new metrics were
offered as listed in Table 7.

TABLE 7. Lists of new metrics.

FIGURE 12. The distribution of SDLC phase for papers.

RQ2.10Which of the Software Development Life Cycle
(SDLC) stages are mostly addressed in the data of the
papers?

As shown in Fig. 12, the most of the SPQMs focus on the
code and design phase to predict and avoid bugs in a proactive
manner. Moreover, 6.6% of the papers are related to the test
phase, aiming to eliminate bugs of software before release.
To become more proactive, more metrics for the requirement
phase can be considered.

RQ2.11 Which software programming types have been
subject to SPQM in the articles?

The SDLC phase of 43 out of 70 papers was revealed
to be at the code level. As shown in Fig. 13, 35 of the 43
papers have been subject to increasing the quality of Object-
Oriented programming. Three papers are related to Aspect-
Oriented programming metrics and also three of them are
related to Basic Programming and one is related to Script
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FIGURE 13. The number of papers for programming types.

Programming for the code phase. Finally, five of them are
marked asOtherswhich include Component-Based Program-
ming or Language-Independent programs.

The conclusions of [S20] are usable only for Object-
Oriented, and medium-size systems. There is a need
for metrics for Aspect-Oriented, Service-Oriented, and
Component-Based application development to predict the
maintainability.

RQ2.12 Are there any SPQMs related to SDLCmodel?
Only [S9] and [S63] mention the relationship between the

metrics and the Agile model. The SDLC phase and steps were
not used as a parameter of metric in most of the papers. These
articles have used generic development metrics instead, but
these have been re-evaluated according to the activities of the
agile methods. There exist a few studies that consider quality
in agile methods. In [S9] and [S36], generic development
metrics have been used, but they have been re-evaluated by
using the 3C (Continuous Integration, Continuous Measure-
ment, Continuous Improvement) model for activities of the
agile model.

RQ 2.13 Is there a metric threshold value mentioned or
not in the paper repository?

Adding the threshold to the metric data has tremendous
importance to control deviation from the goal of the product
quality. If the metric data exceed the threshold, the system
will immediately issue a warning to implement an emer-
gency plan. Therefore, threshold value-related data has been
searched in this study.

Twenty-two of the 70 papers mention the threshold values
only concerning their study or in a general manner, often
in brief comments only. The proposed threshold values in
the literature are mostly based on the experiences and cod-
ing standards [S52]. Therefore, these threshold values might
appear to be lower or higher, depending on the structure and
scope of the source code.

To generate relative thresholds for different types of source
code metrics, RTTOOL (relative threshold tool) is imple-
mented by the authors of [S52]. The tool has been vali-
dated by using the Qualitas Corpus dataset, which is an
open-source software system collection for empirical studies

FIGURE 14. Future plan offered by the papers.

related to code products. This tool is publically available at
http://aserg.labsoft.dcc.ufmg.br/rttool/.

The calculation method of RTTOOL for extracting the
relative threshold value and penalty rate when it exceeds the
threshold is given in [S52]. [S40] proposes that their study
can be a starting point for determining threshold values for
design metrics to improve design practices.

RQ2.14 Is there any information about software prod-
uct quality metrics/measurement management tools in
our paper repository?

Although there is a lack of integrated quality met-
ric/measurement management tools, which collect and ana-
lyze the metrics to measure different quality characteristics,
various tools are available to measure different types of qual-
ity metrics as given in the following: ASSIST [46], Analizo
[47], RAF [48], RTTool [49], iPlasma Tool [50], MUSE
(Muse Understand Scripting Engine) [51], VizzMaintenance
[52] and EMERALD (EnhancedMeasurement for Early Risk
Assessment of Latent Defects) [53]. When we analyzed the
name of the software quality datasets and metric tools on
the Internet, we encountered the QSM (Quantitative Software
Management) tool [54] that supports full measurement pro-
cesses from beginning to the end for large projects. The tool
includes 10, 000 projects from the industry, with validated
data for use by users with a license or as a demo version.
Unfortunately, there is no paper in our pool that uses QSM.

RQ3: What are the limitations and future directions of
current researches?

Most of the papers plan the next step and give suggestions,
which relate them to ‘‘Improve the Technique’’ (39%) and
‘‘Make More Detailed Research’’ (26%) by using new case
studies, as shown in Fig. 14. In this sense, 39% of the papers
in the pool mentioned that techniques could be improved
through the implementation of different languages and appli-
cations to the different phases of the projects.

Based on this, future directions and limitations can be
categorized into three groups as follows.

1) STANDARDS/MODELS
Amajority of the papers mention low understandability levels
and a lack of examples of quality models like ISO 25010
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and ISO 9126. To increase the usability of the quality models
to generate more quality metrics, additional documents can
be prepared to address clarities in different research areas.
Practically, the implementation of quality attributes and inte-
gration of multiple quality models can be the new area for
researchers [S39].

Also, there is a difference between the metric ontology
and quality models/standards. This prevents the common
usage of the standards in industry and papers. The difference
in ontology is one of the biggest obstacles for continuous
improvement of standards. Therefore, conferences and work-
shops might be productive grounds where the discrepancy
observed between the standards and academic articles can be
discussed.

The authors of [S55] propose new quality characteristics
to measure the marketability quality characteristics with sub-
characteristics: Development Time, Cost, and Time to Mar-
ket, Targeted Market, and Affordability. Also, the authors of
[S37], propose new quality attributes to measure the attribute
of developer/tester by using parameters such as culture,
behavior, and point of view. The usage and contribution
of these new quality characteristics can be analyzed and
included in the new version of the ISO 25010.

With the help of machine learning and AI techniques, the
software development processes and software quality model
can bemodelled to guide the developers/testers.With this new
intelligent model, new attributes associated with quality will
be automatically included in the system. Besides, this model
can also guide developers/testers about activities and with the
help of this model, the error-rate of the developers could be
reduced [S4].

2) METRICS/MEASUREMENTS/TECHNIQUES
There is a need for choosing the best combination of metrics
for each different application domain for the given application
context. Moreover, the selection of metric parameters can be
automated with the tool by using prediction functions and
combining different techniques [S28].

Further research is required to detect the defects of the
COSMIC (Common Software Measurement International
Consortium) functional size metrics for various application
domains by applying broader measurements belonging to
different application domains [S65]. There is a need for more
complicated metrics with more diversified parameters, such
as the complexity of attributes with software cost, effort, and
time factors.

There is a need for the new product quality metrics for new
technology trends such as AI, IoT, CoT, Machine Learning,
and Robotics [S50].

Although there are many security-related metrics in the
literature, we cannot say that the entire system is secured
by analyzing the metric for only one security attack type.
Therefore, there is a need for more reliable security met-
rics/measurements to quantify different aspects of secu-
rity (unintended threats) for specific goals with different

combinations [S19]. There is a need to ensure the minimiza-
tion of security vulnerabilities for technology products [55].
Therefore, it is estimated that the need for security-related
product quality metrics may increase.

CMMI v2.0 [4] and PMBOK [7] emphasize the adoption
of the processes following the agile approach. Unfortunately,
only two papers propose metrics related to Agile. Moreover,
an SM study by [56] emphasizes that there is a limited study
that mentions the contribution of DevOps (Development and
Operations), which is a method for increasing the agility of
development and operations for fast delivery to customers.
Therefore, more metrics are required for measuring the qual-
ity of agile projects.

Due to the lack of knowledge about software metric
thresholds, the performance of software engineering metrics
is affected in a negative manner [57]. Unfortunately, little
threshold information is detected in our paper repository.
Therefore, there is a need for producing new threshold values
according to the different application domains, programming
languages, size of the projects, quality characteristics, and
SDLC phase, methods.

EFQM defined Benchmarking, as a systematic compari-
son of approaches with other relevant organizations, offers
insights that will help the organizations to improve perfor-
mance [58]. Therefore, the usage of similar metric formula
needs to be encouraged among software companies working
in the same sector. In this way, they can use the opportunity
to improve their processes.

3) TOOLS
Calculation of metrics at different tool platforms and then
bringing them together to calculate another metric is a hard
and time-consuming task. There are many product quality
metric tools to measure different types of quality metrics.
Instead of using lots of tools for measurement, using one tool
to measure multi-purpose metrics would increase the relia-
bility, traceability, and completeness of the metric data. As a
result, there is a need for an integrated and multi-dimensional
measurement tool that would automatically calculate the dif-
ferent levels of metrics and generate relative thresholds for
them by using third-party statistical and machine learning
tools [S66]. In this way, instead of spending time on met-
ric calculations, the time can be used more efficiently for
locating the root cause and offering solutions for the metrics
which exceed the threshold values. Thus, researchers can
have access to metrics at any time they wish to assess the
current status of the project [59].

There is also a need for a tool to measure and test the
correctness of the functional size measurement for differ-
ent types like IFPUG, UniFSM, EFES (Effort Estimation
Methodology), and so on. Additionally, the E-Quality tool
can be extended for object-oriented languages, like C++,
C#, and PHP. Also, the tool can be extended to visualize the
design phase by extracting design metrics and relations from
UML diagrams [S34].
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FIGURE 15. Mind map of software product quality metrics trend.

V. DISCUSSIONS
The SM results of SPQM-related articles and conference
papers for the 2009 and 2019 years are presented with the
Mind Mapping technique [60], which allows us to see the
big picture by visualizing and accelerating the process of gap
analysis. With the help of this technique, we have a chance to
analyze the current situation and improvement opportunities
related to SPQM. The mind map shown in Fig.15, was drawn
by using the iMindMap v10.1.1. By analyzing this figure,
researchers will get an opportunity to obtain some general
information about the trends of the SPQM in the literature.
Trends for each categorization are shown through percentage
values. Besides, the highest percentage in each category is
marked with a flag and a different color. The percentages are
calculated with the following formula:

Distribution of Categories per RQs(x%)

=

(
Sum of Category(x)

Sum of Category(x, y, z)

)
× 100 (7)

For example, Distribution of Maintainability Characteristics
per RQ 2.7 = (Sum of maintainability metrics related paper
(46)) / (Sum of other categories (1 + 5 + 46 + 11 + 4 + 26
+ 12 + 9)) × 100, (46/114) × 100 = 40.35 %.

The discussions and remarks about the SPQM trends for
the last ten years are listed as follows based on Fig. 15.

As we compared our study results with those of [41] the
result for the selection of a quality model for use appears to
be the same. The usage of ISO 9126 (an earlier version of
ISO 25010) is still more popular than ISO 25010 between the
years 2006 and 2019. Therefore, it can be said that a majority
of the articles and conference papers published within this

duration has not realized a transition to the new standard yet,
as shown in Fig. 15. Although the ISO 25010 quality model
was released in 2011, the ISO 9126 is still more popular. To
increase the usage of the new version of the quality model,
additional guidelines can be prepared to give more explana-
tions and examples to clarify certain issues.

The most popular quality characteristics to measure Soft-
ware Product Quality are Maintainability, Reliability, and
Security. Also, the most popular quality characteristics to
measure the QinU are Freedom from Risk, Effectiveness,
and Satisfaction. Lastly, the most popular quality character-
istics to measure DQ are Understandability, Accuracy, and
Completeness. Whereas Understandability, Reliability, and
Reusability quality factors were top in the study that exam-
ined the articles and conference papers written in 2007 and
2014 [27], it was Maintainability, Reliability, and Security
in the present study. It is still observed that reliability is
an important quality factor for the measurement of product
quality. There is a need for metrics to measure the data quality
in the following aspects of quality characteristics: Credibility,
Correctness, Accessibility, Compliance Confidentiality, Effi-
ciency, Availability, Portability, and Recoverability. There is
no quality attribute within the standards or quality models for
the metrics which are related to the culture, attribute, attitude,
and point of view of the developers, testers, and managers to
quality attributes, standards, and process models [S37].

In our paper pool, while presenting the quality metrics,
the most referenced standard was IEEE 1061:1998 and the
referenced process model was CMMI. Countries that have
the highest number of CMMI certificates made a greater
contribution to SPQM. There is a direct link between the
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rate of the usage of the quality standards and process models
and those of SPQMs-related articles and conference papers.
Encouraging the usage of these standards and models will
contribute to the literature on SPQM. The textbook ‘‘Soft-
ware Engineering: Modern Approaches’’ [3] and CMMI [4]
have proposed a set of metrics as listed here: a measure of
size, effort, variance in cost, number of defects by severity,
percentage of the missing and defective requirements found
per hour in inspection, rework percentage before and after
delivery, customer/developer satisfaction index, productivity,
reliability (Mean Time to Failure), maintainability (software
down/error time), percentage of system vulnerabilities, test
coverage rate, CC, fault density, number of entries and exits
per module and the percentage of comment lines. There is
a consistency between the metric sets given in the CMMI
model and books with the metrics suggested in this paper
repository.

Although GQM was introduced to the software industry
in the 1990s, it is still the most popular approach in the
SPQM area during and after 2009. Still, transition rates to
new approaches remain low.

As shown in Fig. 15, there are a few metrics related to non-
functional requirements, which can affect the performance
efficiency and quality of the systems negatively. For example,
non-functional requirements related to security can affect
critical software at medical centers. Therefore, there is a need
for more quality metrics as non-functional requirements to
predict and eliminate the bugs in a proactive manner. Also, it
is essential to be able to extract coupling and cohesionmetrics
from UML representations to predict bugs in the previous
phases of development.

A majority of the metrics are related to the quality of
Object-Oriented software for medium-sized systems. There
is a need for new metrics for other types of programming lan-
guages and large and small-sized systems. Further research is
needed to calculate the metrics for service-oriented software
development and component-based application development.
These metrics should be tailored by with the company
size.

The majority of the papers have validated their proposed
metrics by using medium/large data. To do so, more open-
source code data is needed because, after a while, the open-
source codes at hand may be insufficient to prevent diversity.
The NASAMDP datasets were collected frommany different
projects developed by many developers. However, there is no
information about the number of developers and their experi-
ences. As such we cannot measure defect prediction by using
the personal data of developers. Therefore, there is a need for
more open-source and publically accessible project databases
to test the validity of new or existing metric set combinations.
Moreover, there is also a need for the developer/tester- related
data to measure their effectiveness on metrics such as the
number of developers, culture, attributes, points of view to
the processes and standards, and so on. Through enhancing
the collaboration between the computer engineering/science,
mathematics and statistics departments of universities, the

use of statistical models/methods can be increased. These
methods/models can be used to propose newmetrics, validate
the results of the metrics and also predict the bugs in the next
phase of the projects.

VI. THREATS TO VALIDITY
The threats-to-validity part of quality assessment is realized
for this SM study by inspecting the title, keywords, abstract
and, full-text of the articles and conference papers to ana-
lyze the relevancy level of papers with SPQM. If sufficient
information was not available in these sources, the table of
contents and some parts of the articles were explored in depth.

A. INTERNAL VALIDITY
To prevent the loss of any data about SPQM, alternative key-
words and different combinations were searched from search
engines. The inclusion and exclusion criteria were applied to
the final pool of papers. To remove subjectivity in the selec-
tion of the papers, the authors ranked the papers, and then
the results were compared. If the authors’ scores were differ-
ent, the issue would be resolved and a unanimous decision
is taken. The voting scale for the topic inclusion/exclusion
criteria is between 0-3. ‘‘0’’ indicates a strong opinion for
excluding the articles and conference papers, whereas ‘‘3’’
refers to the strong opinion for the inclusion of articles and
conference papers. Based on the results of joint voting, the
excluded articles and conference papers were moved to an
‘‘excluded’’ spreadsheet in the Google Docs system. If this
SM study was repeated, the selected set of primary papers
might have deviated in a small amount, but we believe that the
big picture of the result given in this paper would not change
much.

B. CONSTRUCT VALIDITY
After the final paper pool was constructed, the data was
systematically mapped following the research questions by
using the GQM approach. GQM approach helps to minimize
risks of construct validity by providing traceability between
goal and questions. Questions are answered based on the cate-
gorization schema. This categorization schema is determined
for each RQ based on the knowledge in literature about SQM
and finalized after several iterative improvement processes.
Additionally, with the help of peer review in a crosscheck
manner, meetings and evidence-based data production, the
reliability and validity of this study took its final form.

C. CONCLUSION VALIDITY
As presented in Section IV, graphs, trends, and analyses have
been generated directly from the raw and synthesized data
to ensure the validity of the conclusion. By using this raw
data, this SM study can be replicated by following the same
steps defined in this study. As stated before, the selected set
of primary papers might have deviated in small amounts, but
the authors believe that the bigger picture related to the results
here do not change significantly.
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D. EXTERNAL VALIDITY
There is an external limitation that this study included, lim-
iting the number of papers available in the selected digi-
tal library databases to English only; merely the titles and
abstracts of some papers are written in English and the rest
are not in English. As a result, even though these papers were
highly related to our topic, they could not be included in
the SM repository. These papers, which contain information
about the evaluation of existing metrics or the introduction
of new metrics, couldn’t be read and studied widely due
to language barriers. The results of this study are discussed
and compared with books, other papers, and quality stan-
dards/models. It was found that the results of our study are
sufficient to reflect the know-how in the literature about
SPQMs reported by researchers and professionals.

Additionally, this study serves as a starting point for
researchers in the SPQM area, SQA professionals, and soft-
ware process and quality divisions in a company, implying
that there is no intention to generalize these results.

VII. CONCLUSION, LIMITATIONS, AND FUTURE WORK
This study will hopefully function as a starting point for
other studies related to SPQM. Additionally, the results of
this survey can be used by the industry by applying the
most-often-used product quality metrics to measure quality
attributes and using threshold values to compare and analyze
the results. By comparing their results by thresholds, correc-
tive and preventive actions can be taken to eliminate possible
threats in the projects.

SaaS, QoS, and QoE are out of the scope of this SM study.
Future SM or SLR studies might focus on this subject for
measuring the quality of network performance. Moreover,
future SM studies can observe the trend and gap analysis
of the new SPQM that come with new technologies such as
AI, IoT, CoT, Machine Learning, and Robotics [S50]. CMMI
v2.0 [4] and PMBOK [7] emphasize the adoption of the
processes following Agile. Unfortunately, only two papers
propose metrics related to Agile. It may be useful to conduct
an SM or SLR study in this area.

Although there are many security-related metrics in the
literature, we cannot say that the entire system is secure
by analyzing the metric for only one security attack type.
Therefore, there is a need for more reliable security met-
rics/measurements to quantify different aspects of security
(unintended threats) for specific goals with different combi-
nations [S19] [55]. Therefore, it is estimated that the need for
security-related product quality metrics may increase in the
future, thus setting the ground for additional studies.

APPENDIX
List of papers, which used to extract data for this SM study,
is given as follows:

[S1] P. Rotella and S. Chulani, ‘‘Implementing quality
metrics and goals at the corporate level,’’ in Proc.
8th Working Conf. Mining Softw. Repositories, 2011,
pp. 112–113.

[S2] R. Plösch, J. Bräuer, C. Körner, and M. Saft, ‘‘MUSE:
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